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## Введение

Полиномы как математический объект давно интересуют математиков. Уже в начале двадцатого века активно изучали оптимизацию операций над полиномами вычисление их значений.

Первооткрывателями в этой сфере были Карл Фридрих Гаусс, Маклорен, Эйлер и Декарт. Все они внесли непомерный вклад в развитие алгебры полиномов и алгебры в целом.

На сегодняшний день полиномы хорошо изучены в математике. Вычисление и привидение полиномов к каноническому виду очень важно для правильной работы многих алгоритмов, определяющих работу станков, военной и гражданской техники. Поэтому принципиальное значение имеют корректная работа операций над полиномами, скорость их выполнения и точность. Использование компьютера значительно упростит соответствие этим требованиям.

Важность обработки полиномов на ЭВМ неоспорима. Один из методов представлен в данной работе. Элементы представленной программы могут быть использованы при разработке других программных комплексов и приложений.

## Постановка задачи

Требуется разработать программу, выполняющую арифметические операции над полиномами от трех переменных (x,y,z). Полином – сумма мономов, степень каждого из которых от 0 до 9. Допустимые операции: сложение, вычитание, умножение на константу, перемножение двух полиномов. Коэффициенты перед мономами – вещественные числа.

## Руководство пользователя

Для выполнения операций над полиномами необходимо открыть проект "Polinoms" и нажать Ctrl+F5.

На экране появится:

![](data:image/png;base64,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)

Далее нужно выбрать номер действия, которое будет производиться над полиномами, и ввести сами полиномы (или полином и константу). Степень обозначается через “^”:
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На экран выведется результат операции. Далее можно повторить вычисления, выбрав любую операцию снова введя полиномы (или полином и константу).

Для выхода необходимо выбрать пункт 6 меню.

## Описание алгоритмов

1. Сложение полиномов

На входе имеем два полинома, которые представляют собой циклические списки с головой. Звено списка – моном.

1. Сдвигаем указатели обоих списков и списка-результата на звенья, следующие за головой.
2. Пока в обоих списках не дошли до конца:

Сравниваем звенья списков (обобщенные степени мономов, лежащих в звеньях);

Меньшее звено вставляем в конец списка-результата, сдвигаем указатели списка, из которого взяли элемент и списка-результата на одно звено вперёд;

Если звенья равны, создаём моном, коэффициент которого равен сумме коэффициентов мономов, лежащих в этих звеньях (обобщенная степень равна обобщенной степени монома, лежащего в одном из этих звеньев) и записываем его в конец списка-результата, сдвигаем указатели обоих списков и списка-результата на одно звено вперёд;

1. После того, как один из списков кончился, записываем остаток второго списка в результат;
2. Возвращаем полином-результат;
3. Нахождение разности полиномов

Реализуется посредством умножения «полинома-вычитаемого» на (-1) и сложения его с «полиномом-уменьшаемым»

1. Умножение полинома на константу

На входе имеем полином и константу.

Если константа не равна нулю:

Создаём полином-результат, равный исходному полиному;

В списке-результате сдвигаем указатель на звено, следующее за головой;

Пока не дошли до конца списка-результата:

Умножаем коэффициент монома, лежащего в текущем звене, на константу;

Сдвигаем указатель на следующее звено;

Возвращаем полином-результат;

1. Умножение полинома на полином

На входе имеем два полинома, которые представляют собой циклические списки с головой. Звено списка – моном.

1. Сдвигаем указатели обоих списков на звенья, следующие за головой.
2. Пока в первом списке не дошли до конца:

Создаём полином-копию второго полинома и сдвигаем в нём (рассматривая его как список) указатель на звено, следующее за головой;

Пока в нем не дошли до конца:

Если мономы в текущих звеньях первого списка и списка-копии второго удовлетворяют условию: сумма степеней “x” (“y”, “z”) одного и другого меньше 10, то складываем их обобщенные степени, перемножаем коэффициенты, результат записываем в текущее звено списка-копии второго полинома;

Иначе выводим сообщение об ошибке "large index";

Сдвигаем указатель в списке-копии второго полинома на следующее звено;

Полином-результат = полином-результат + полином-копия второго полинома;

Сдвигаем указатель в первом списке на следующее звено;

1. Возвращаем полином-результат;

## Описание структуры программы

Программа состоит из нескольких файлов:

1. **unit.h** содержит объявление шаблонного класса **unit** и его реализацию
2. **list.h**содержит объявление шаблонного класса **list** и его реализацию
3. **monom.h** содержит объявление класса **monom**
4. **monom.cpp** содержит реализацию класса **monom**
5. **polinom*.*h** содержит объявление класса **polynom**.
6. **polinom.cpp** содержит реализацию класса **polynom**.
7. **main.cpp** содержит реализацию пользовательского интерфейса.
8. **test\_list.cpp** содержит тесты на правильность реализации класса **list**.
9. **test\_ polinom.cpp** содержит тесты на правильность реализации класса **polynom** .

## Описание структур данных

В качестве структуры хранения полинома используется циклический список с головой. Звенья списка – мономы, однозначно определяемые через коэффициент и обобщенную степень. Голова – фиктивное звено, не содержащее монома. Элементы списка хранятся в порядке возрастания обобщённых степеней.

1. Шаблонный класс **unit** – звено списка

template<class type>

class unit

{

public:

type data; //Данные в звене

unit\* next; //Указатель на следующее звено

unit() { next = nullptr; } //Конструктор по умолчанию

unit(type dz) { data = dz; next = nullptr; } //Конструктор с параметром

bool operator< (const unit& z) const { return (data < z.data); } //Оператор <

bool operator> (const unit& z) const { return (data > z.data); } //Оператор >

};

1. Шаблонный класс **list** – список с головой

template<class type>

class list

{

private:

unit<type>\* head; //Указатель на голову

unit<type>\* act; //Указатель на текущий элемент

public:

void Clean(); //Очистка списка

list(); //Конструктор по умолчанию

list(const list<type>& a); //Конструктор копирования

~list(); //Деструктор

list<type>& operator=(const list<type> &a); //Перегрузка оператора

присваивания

void Insert(type elem); //Вставка в упорядоченный список

void InsertToTail(type elem); //Вставка в конец списка

bool operator==(const list<type>& sp) const; //Оператор = bool operator!=(const list<type>& sp) const { return !(\*this == sp); } //Оператор !=

// Навигация

void Reset() {act = head -> next;} //Поставить указатель на элемент, следующий за головой

void Step() {act = act -> next;} //Поставить указатель на элемент, следующий за текущим

unit<type>\* GetAct() const {return act;} //Вернуть указатель на текущее звено

bool IsNotOver() const { return !(act == head); } //Проверить, что не дошли до конца списка

};

1. Класс **monom**

Обобщённая степень монома – число, число сотен которого – это степень “x”, число десятков - степень “y”, число единиц - степень “z”.

class monom

{

public:

double coeff; //Коэффициент перед мономом

unsigned int abc; //Обобщённая степень

monom(double c = 0, unsigned int a = 0); //Конструктор

monom& operator=(const monom& m); //Оператор присваивания

//Операторы сравнения. Сравниваются обобщенные степени мономов

bool operator< (const monom& m) const;

bool operator> (const monom& m) const;

bool operator==(const monom& m) const;

bool operator!=(const monom& m) const;

};

1. Класс **polynom**

class polynom

{

private:

list<monom> list\_pol; //Полином - список из мономов

public:

list<monom> similar\_terms(list <monom> sp); //Приведение подобных слагаемых

polynom(const string pol = "" ); //Разбор строки

polynom(const polynom& pol); //Конструктор копирования

polynom& operator=(const polynom &pol); //Присваивание

polynom operator+(const polynom& pol) const; //Сложение полиномов

polynom operator\*(const double a) const; //Умножение на константу слева friend polynom operator\* (const double a, const polynom& pol) { return pol\*a; } //Умножение на константу справа

polynom operator-(const polynom& pol) const { return \*this + pol\*(-1.0);}

//Разность полиномов

polynom operator\*(const polynom& pol) const; //Умножение полиномов

polynom operator-() const { return (-1.0)\*(\*this); } //Унарный минус

friend ostream& operator<<(ostream &ostr, const polynom &pol); //Оператор вывода

bool operator==(const polynom& pol) const { return list\_pol == pol.list\_pol; } //Оператор =

bool operator!=(const polynom& pol) const { return list\_pol != pol.list\_pol; } //Оператор !=

polynom(list<monom> &list) : list\_pol(list) {} //Конструктор по списку

};

## Заключение

В лабораторной работе был реализован программный комплекс, выполняющий арифметические операции над полиномами. Реализовано хранение полиномов на основе циклического односвязного списка с головой. Программа, как и требовалось, поддерживает операции над полиномами: сложение, вычитание, умножение на константу и перемножение двух полиномов.
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## Приложение

**unit.h**

#pragma once

//Звено списка

template<class type>

class unit

{

public:

type data; //Данные в элементе

unit\* next; //Указатель на следующий элемент

unit() { next = nullptr; } //Конструктор по умолчанию

unit(type dz) { data = dz; next = nullptr; } //Конструктор с параметром

bool operator< (const unit& z) const { return (data < z.data); }

bool operator> (const unit& z) const { return (data > z.data); }

};

**list.h**

#pragma once

#include "unit.h"

//Циклический список с головой

template<class type>

class list

{

private:

unit<type>\* head; //Указатель на голову

unit<type>\* act; //Указатель на текущий

public:

void Clean();

list(); //Конструктор по умолчанию

list(const list<type>& a); //Конструктор копирования

~list(); //Деструктор

list<type>& operator=(const list<type> &a);//Перегрузка оператора присваивания

void Insert(type elem); //Вставка в упорядоченный список

void InsertToTail(type elem); //Вставка в конец

bool operator==(const list<type>& sp) const;

bool operator!=(const list<type>& sp) const { return !(\*this == sp); }

// Навигация

void Reset() {act = head -> next;}

void Step() {act = act -> next;}

unit<type>\* GetAct() const {return act;}

bool IsNotOver() const { return !(act == head); }

};

//Очистка списка

template <class type>

void list<type>::Clean()

{

unit<type>\* actual = head->next;

while (actual != head)

{

unit<type>\* temp = actual->next;

delete actual;

actual = temp;

}

head->next = head;

}

//Конструктор по умолчанию

template <class type>

list<type>::list()

{

head = new unit<type>;

head->next = head;

act = head;

}

//Конструктор копирования

template <class type>

list<type>::list(const list<type>& a)

{

head = new unit<type>;

unit<type>\* A = a.head;

unit<type>\* B = head;

if ( A->next == a.head)

{

head->next = head;

return;

}

while (A->next != a.head)

{

A = A->next;

B->next = new unit<type>(A->data);

B = B->next;

}

B->next = head;

act = head -> next;

}

//Деструктор

template <class type>

list<type>::~list()

{

Clean();

delete head;

}

//Оператор присваивания

template <class type>

list<type>& list<type>::operator=(const list<type>& a)

{

Clean();

unit<type>\* A = a.head;

unit<type>\* B = head;

while (A->next != a.head)

{

A = A->next;

B->next = new unit<type>(A->data);

B = B->next;

}

B->next = head;

act = head;

return \*this;

}

//Вставка в упорядоченный список

template <class type>

void list<type>::Insert(type elem)

{

unit<type>\* actual = head;

unit<type>\* el = new unit<type>(elem);

while ((actual->next != head) && (\*(actual->next) < \*el))

actual = actual->next;

unit<type>\* actual\_2 = actual->next;

actual->next = el;

actual->next->next = actual\_2;

}

// Оператор равно

template<class type>

bool list<type>::operator==(const list<type>& sp) const

{

bool res = true;

if (this != &sp)

{

unit<type>\* a = head->next;

unit<type>\* b = sp.head->next;

while (a->data == b->data && a != head && b != sp.head)

{

a = a->next;

b = b->next;

}

if (a != head || b != sp.head)

res = false;

}

return res;

}

// Вставка в конец

template<class type>

void list<type> :: InsertToTail(type elem)

{

Reset();

while (act ->next != head)

Step();

unit<type>\* temp = act->next;

act->next = new unit<type>(elem);

act->next->next = temp;

}

**monom.h**

#pragma once

class monom

{

public:

double coeff; //Коэффициент перед мономом

unsigned int abc; //Обобщённая степень

monom(double c = 0, unsigned int a = 0); //Конструктор

monom& operator=(const monom& m); //Оператор присваивания

bool operator< (const monom& m) const;

bool operator> (const monom& m) const;

bool operator==(const monom& m) const;

bool operator!=(const monom& m) const;

};

**monom.cpp**

#include "monom.h"

monom:: monom(double c, unsigned int a)

{

coeff = c;

abc = a;

}

monom& monom:: operator=(const monom& m)

{

coeff = m.coeff;

abc = m.abc;

return \*this;

}

bool monom:: operator< (const monom& m) const

{

bool res = true;

if (abc >= m.abc)

res=false;

return res;

}

bool monom:: operator> (const monom& m) const

{

bool res = true;

if (abc <= m.abc)

res=false;

return res;

}

bool monom:: operator==(const monom& m) const

{

bool res = true;

if (abc != m.abc || coeff != m.coeff )

res=false;

return res;

}

bool monom:: operator!=(const monom& m) const

{

return !(\*this == m);

}

**polinom.h**

#pragma once

#include "monom.h"

#include "list.h"

#include <iostream>

#include <string>

using namespace std;

class polynom

{

private:

list<monom> list\_pol; //Полином - список из мономов

public:

list<monom> similar\_terms(list <monom> sp); //Подобные слагаемые

polynom(const string pol = "" ); //Разбор строки

polynom(const polynom& pol); //Конструктор копирования

polynom& operator=(const polynom &pol); //Присваивание

polynom operator+(const polynom& pol) const; //Сложение полиномов

polynom operator\*(const double a) const; //Умножение на константу слева friend polynom operator\*(const double a,const polynom& pol) { return pol\*a; } //Умножение на константу справа

polynom operator-(const polynom& pol) const { return \*this + pol\*(-1.0); } //Разность полиномов

polynom operator\*(const polynom& pol) const; //Умножение полиномов

polynom operator-() const { return (-1.0)\*(\*this); } //Унарный минус

friend ostream& operator<<(ostream &ostr, const polynom &pol); //Оператор вывода

bool operator==(const polynom& pol) const { return list\_pol == pol.list\_pol; }

bool operator!=(const polynom& pol) const { return list\_pol != pol.list\_pol; }

polynom(list<monom> &list) : list\_pol(list) {} //Конструктор по списку

};

**polinom.cpp**

#include "polinom.h"

using namespace std;

list<monom> polynom::similar\_terms(list <monom> sp)

{

list<monom> res;

res.Reset();

sp.Reset();

unit<monom> mon(sp.GetAct()->data.coeff);

while (sp.IsNotOver())

{

mon.data.abc = sp.GetAct()->data.abc;

if (sp.GetAct()->data.abc == sp.GetAct()->next->data.abc && (sp.GetAct()->next->data.coeff || sp.GetAct()->next->data.abc))

mon.data.coeff += sp.GetAct()->next->data.coeff;

else

{

if (mon.data.coeff)

{

res.InsertToTail(mon.data);

res.Step();

}

mon.data.coeff = sp.GetAct()->next->data.coeff;

}

sp.Step();

}

return res;

}

//Разбор строки

polynom::polynom(string pol)

{

list<monom> res;

while (pol.length())

{

string part;

monom temp;

int pos = 1;

while (pos < pol.length() && pol[pos] != '+' && pol[pos] != '-')

pos++;

part = pol.substr(0, pos); // substr возвращает строку, являющуюся подстрокой исходной строки (начиная с какого, сколько)

pol.erase(0, pos); // erase удаляет из строки последовательность символ заданной длины, начиная с указанной позиции (начиная с какого, сколько)

pos = 0;

while (part[pos] != 'x' && part[pos] != 'y' && part[pos] != 'z' && pos < part.length())

pos++;

string c = part.substr(0,pos); // с - коэф part

if (c == "+" || c.length() == 0)

temp.coeff = 1;

else

if (c == "-")

temp.coeff = -1;

else

temp.coeff = stod(c); // stod извлекает число с плавающей точкой из строки

part.erase(0, pos); // удаляем коэф

part += ' ';

int a[3] = { 100,10,1 };

for (int i = 0; i < 3; i++)

{

pos = part.find((char)(120 + i)); // 120 - код символа x, 121 - y, 122 - z

if (pos > -1)

{

if (part[pos + 1] != '^')

part.insert(pos + 1, "^1");

temp.abc += a[i] \* stoi(part.substr(pos + 2, 1)); // stoi преобразует последовательность символов в целое число.

part.erase(pos, 3);

}

}

list\_pol.Insert(temp);

}

list\_pol = similar\_terms(list\_pol);

}

//Конструктор копирования

polynom:: polynom (const polynom& pol)

{

list\_pol = pol.list\_pol;

}

//Присваивание

polynom& polynom:: operator=(const polynom &pol)

{

list\_pol = pol.list\_pol;

return \*this;

}

//Сложение полиномов

polynom polynom::operator+(const polynom& pol) const

{

polynom res;

polynom pthis = \*this;

polynom p = pol;

pthis.list\_pol.Reset();

p.list\_pol.Reset();

res.list\_pol.Reset();

while (pthis.list\_pol.IsNotOver() && p.list\_pol.IsNotOver())

{

if (pthis.list\_pol.GetAct()->data > p.list\_pol.GetAct()->data)

{

res.list\_pol.InsertToTail(p.list\_pol.GetAct()->data);

p.list\_pol.Step();

res.list\_pol.Step();

}

else

if (pthis.list\_pol.GetAct()->data < p.list\_pol.GetAct()->data)

{

res.list\_pol.InsertToTail(pthis.list\_pol.GetAct()->data);

pthis.list\_pol.Step();

res.list\_pol.Step();

}

else

{

double new\_coeff = pthis.list\_pol.GetAct()->data.coeff + p.list\_pol.GetAct()->data.coeff;

if (new\_coeff)

{

monom temp(new\_coeff, pthis.list\_pol.GetAct()->data.abc);

res.list\_pol.InsertToTail(temp);

res.list\_pol.Step();

}

pthis.list\_pol.Step();

p.list\_pol.Step();

}

}

while (pthis.list\_pol.IsNotOver())

{

res.list\_pol.InsertToTail(pthis.list\_pol.GetAct()->data);

pthis.list\_pol.Step();

res.list\_pol.Step();

}

while (p.list\_pol.IsNotOver())

{

res.list\_pol.InsertToTail(p.list\_pol.GetAct()->data);

p.list\_pol.Step();

res.list\_pol.Step();

}

return res;

}

//Умножение на константу слева

polynom polynom::operator\*(const double a) const

{

polynom res;

if (a)

{

res = \*this;

res.list\_pol.Reset();

while (res.list\_pol.IsNotOver())

{

res.list\_pol.GetAct()->data.coeff \*= a;

res.list\_pol.Step();

}

}

return res;

}

//Умножение полиномов

polynom polynom::operator\*(const polynom& pol) const

{

polynom res;

polynom pthis = \*this;

polynom p = pol;

pthis.list\_pol.Reset();

p.list\_pol.Reset();

while (pthis.list\_pol.IsNotOver())

{

double pthis\_coeff = pthis.list\_pol.GetAct()->data.coeff;

int pthis\_abc = pthis.list\_pol.GetAct()->data.abc;

polynom temp(pol);

temp.list\_pol.Reset();

while (temp.list\_pol.IsNotOver())

{

int temp\_abc = temp.list\_pol.GetAct()->data.abc;

if ((temp\_abc % 10 + pthis\_abc % 10) < 10 && (temp\_abc/10 % 10 + pthis\_abc/10 % 10) < 10 && (temp\_abc/100 + pthis\_abc/100) < 10)

{

temp.list\_pol.GetAct()->data.abc += pthis\_abc;

temp.list\_pol.GetAct()->data.coeff \*= pthis\_coeff;

}

else

throw "large index";

temp.list\_pol.Step();

}

res = res + temp;

pthis.list\_pol.Step();

}

return res;

}

//Оператор вывода

ostream& operator<<(ostream &ostr,const polynom& pol)

{

polynom p = pol;

p.list\_pol.Reset();

while (p.list\_pol.IsNotOver())

{

monom temp = p.list\_pol.GetAct()->data;

if (temp.coeff > 0)

{

ostr << "+";

if (temp.coeff == 1 && temp.abc ==0)

ostr << "1";

else

if (temp.coeff != 1)

ostr << temp.coeff;

}

else

ostr << temp.coeff;

int a = temp.abc / 100;

if (a>1)

ostr << "x^" << a;

else

if (a == 1)

ostr << "x";

a = temp.abc / 10 % 10;

if (a>1)

ostr << "y^" << a;

else

if (a == 1)

ostr << "y";

a = temp.abc % 10;

if (a>1)

ostr<< "z^" << a;

else

if (a == 1)

ostr << "z";

p.list\_pol.Step();

}

return ostr;

}

**main.cpp**

#include "polinom.h"

#include <iostream>

#include <string>

using namespace std;

char menu()

{

char choice;

cout<<"Choose a operation"<<endl;

cout<<"1. p1 + p2"<<endl;

cout<<"2. p1 - p2"<<endl;

cout<<"3. p1\*p2"<<endl;

cout<<"4. c\*p1"<<endl;

cout<<"5. p1\*c"<<endl;

cout<<"6. Exit"<<endl;

cout << "Your choice: ";

cin >> choice;

return choice;

}

int main()

{

string s1,s2;

polynom p1, p2;

double c;

char number;

do

{

number = menu();

switch(number)

{

case '1':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter polinom p2: ";

cin >> s2;

p2 = s2;

cout << "Result of operation: " << p1 + p2 << endl << endl;

break;

}

case '2':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter polinom p2: ";

cin >> s2;

p2 = s2;

cout << "Result of operation: " << p1 - p2 << endl << endl;

break;

}

case '3':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter polinom p2: ";

cin >> s2;

p2 = s2;

cout << "Result of operation: " << p1 \* p2 << endl << endl;

break;

}

case '4':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter const c: ";

cin >> c;

cout << "Result of operation: " << c\*p1 << endl << endl;

break;

}

case '5':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter const c: ";

cin >> c;

cout << "Result of operation: " << p1\*c << endl << endl;

break;

}

case '6':

{

break;

}

}

}

while (number != '6');

return 0;

}

**test\_list.cpp**

#include "gtest.h"

#include "list.h"

class Test\_List : public ::testing::Test

{

protected:

list<int> A;

list<int> B;

public:

Test\_List() { B.Insert(5); B.Insert(1);}

~Test\_List() {}

};

// Пустой список

TEST(lists, can\_create\_empty\_list)

{

ASSERT\_NO\_THROW(list<int> l);

}

TEST\_F(Test\_List, created\_empty\_list\_is\_empty)

{

EXPECT\_EQ(true, !A.IsNotOver());

}

TEST\_F(Test\_List, can\_copy\_empty\_list)

{

ASSERT\_NO\_THROW(list<int> l(A));

}

TEST\_F(Test\_List, empty\_list\_copy\_is\_correct\_1)

{

list<int> l(A);

EXPECT\_NE(A.GetAct(), l.GetAct());

}

TEST\_F(Test\_List, empty\_list\_copy\_is\_correct\_2)

{

list<int> l(A);

EXPECT\_EQ(true, !A.IsNotOver());

}

TEST\_F(Test\_List, can\_assign\_empty\_list)

{

ASSERT\_NO\_THROW(list<int> l = A);

}

TEST\_F(Test\_List, assigned\_empty\_list\_is\_correct)

{

list<int> l = A;

EXPECT\_NE(A.GetAct(), l.GetAct());

}

TEST\_F(Test\_List, can\_compare\_list\_with\_itself)

{

EXPECT\_EQ(true, A == A);

}

TEST\_F(Test\_List, empty\_lists\_are\_equal)

{

list<int> l(A);

EXPECT\_EQ(true, l == A);

}

TEST\_F(Test\_List, can\_insert\_in\_empty\_list)

{

ASSERT\_NO\_THROW(A.Insert(7));

}

TEST\_F(Test\_List, insert\_in\_empty\_list\_is\_correct\_1)

{

A.Insert(7);

A.Reset();

EXPECT\_EQ(A.GetAct(), A.GetAct() -> next -> next );

}

TEST\_F(Test\_List, insert\_in\_empty\_list\_is\_correct\_2)

{

A.Insert(7);

A.Reset();

EXPECT\_EQ(7, A.GetAct() -> data);

}

// Непустой список

TEST\_F(Test\_List, can\_copy\_not\_empty\_list)

{

ASSERT\_NO\_THROW(list<int> l(B));

}

TEST\_F(Test\_List, not\_empty\_list\_is\_copied\_correctly\_1)

{

list<int> l(B);

EXPECT\_NE(B.GetAct(), l.GetAct());

}

TEST\_F(Test\_List, not\_empty\_list\_is\_copied\_correctly\_2)

{

list<int> l(B);

EXPECT\_EQ(l.GetAct(), l.GetAct()->next->next->next);

}

TEST\_F(Test\_List, not\_empty\_list\_is\_copied\_correctly\_3)

{

list<int> l(B);

l.Reset();

EXPECT\_EQ(1, l.GetAct()->data);

EXPECT\_EQ(5, l.GetAct()->next->data);

}

TEST\_F(Test\_List, can\_assign\_not\_empty\_list)

{

ASSERT\_NO\_THROW(list<int> l = B);

}

TEST\_F(Test\_List, assigned\_not\_empty\_list\_is\_correct\_1)

{

list<int> l = B;

EXPECT\_NE(l.GetAct(), B.GetAct());

}

TEST\_F(Test\_List, assigned\_not\_empty\_list\_is\_correct\_2)

{

list<int> l = B;

EXPECT\_EQ(l.GetAct(), l.GetAct()->next->next->next);

}

TEST\_F(Test\_List, assigned\_not\_empty\_list\_is\_correct\_3)

{

list<int> l = B;

l.Reset();

EXPECT\_EQ(1, l.GetAct()->data);

EXPECT\_EQ(5, l.GetAct()->next->data);

}

TEST\_F(Test\_List, not\_empty\_lists\_are\_equal)

{

list<int> l(B);

EXPECT\_EQ(true, l == B);

}

TEST\_F(Test\_List, not\_empty\_and\_empty\_lists\_are\_not\_equal)

{

EXPECT\_EQ(false, B == A);

}

TEST\_F(Test\_List, insert\_to\_the\_beginning\_1)

{

B.Insert(0);

EXPECT\_EQ(B.GetAct()->next->next->next->next, B.GetAct());

}

TEST\_F(Test\_List, insert\_to\_the\_beginning\_2)

{

B.Insert(0);

B.Reset();

EXPECT\_EQ(0, B.GetAct()->data);

EXPECT\_EQ(1, B.GetAct()->next->data);

EXPECT\_EQ(5, B.GetAct()->next->next->data);

}

TEST\_F(Test\_List, insert\_in\_the\_middle\_1)

{

B.Insert(3);

EXPECT\_EQ(A.GetAct()->next->next->next->next, A.GetAct());

}

TEST\_F(Test\_List, insert\_in\_the\_middle\_2)

{

B.Insert(3);

B.Reset();

EXPECT\_EQ(1, B.GetAct()->data);

EXPECT\_EQ(3, B.GetAct()->next->data);

EXPECT\_EQ(5, B.GetAct()->next->next->data);

}

TEST\_F(Test\_List, insert\_in\_the\_end\_1)

{

B.Insert(8);

EXPECT\_EQ(B.GetAct()->next->next->next->next, B.GetAct());

}

TEST\_F(Test\_List, insert\_in\_the\_end\_2)

{

B.Insert(8);

B.Reset();

EXPECT\_EQ(1, B.GetAct()->data);

EXPECT\_EQ(5, B.GetAct()->next->data);

EXPECT\_EQ(8, B.GetAct()->next->next->data);

}

**test\_polinom.cpp**

#include "gtest.h"

#include "polinom.h"

#include <vector>

using namespace std;

TEST(polynom, degree\_not\_more\_than\_9\_1 )

{

polynom a("x^4"), b("x^5");

ASSERT\_NO\_THROW(a\*b);

}

TEST(polynom, degree\_not\_more\_than\_9\_2 )

{

polynom a("x^5"), b("x^5");

ASSERT\_ANY\_THROW(a\*b);

}

struct calc\_st

{

string a,b,res;

double c;

calc\_st(string s, string ia, string ib = "", double ic = 0)

{

a = ia;

b = ib;

c = ic;

res = s;

}

};

// Сумма полиномов

class sum\_cl : public ::testing::TestWithParam<calc\_st>

{

protected:

polynom pa, pb, pres;

public:

sum\_cl() : pa(GetParam().a), pb(GetParam().b), pres(GetParam().res) {}

~sum\_cl() {}

};

TEST\_P(sum\_cl, sum\_of\_polynoms)

{

EXPECT\_EQ(pres, pa+pb);

}

INSTANTIATE\_TEST\_CASE\_P(Inst2, sum\_cl,::testing::Values(

calc\_st("", "0.9", "-0.9"),

calc\_st("", "-6y-2", "6y+2"),

calc\_st("", "2.1zy", "-2.1zy"),

calc\_st("2x","2x", ""),

calc\_st("x+z","x","z"),

calc\_st("7x", "10x", "-3x"),

calc\_st("8zy^3+2x", "5zy^3", "3zy^3+2x"),

calc\_st("2xy+z+1", "9+xy+5z", "xy-8-4z"),

calc\_st("0.5x+z", "8.5x+y", "-8x-y+z")

));

// Умножение полинома на полином

class mult\_pol\_cl : public ::testing::TestWithParam<calc\_st>

{

protected:

polynom pa, pb, pres;

public:

mult\_pol\_cl() : pa(GetParam().a), pb(GetParam().b), pres(GetParam().res) {}

~mult\_pol\_cl() {}

};

TEST\_P(mult\_pol\_cl, polynom\_mult\_polynom)

{

EXPECT\_EQ(pres, pa \* pb);

}

INSTANTIATE\_TEST\_CASE\_P(Inst3, mult\_pol\_cl,::testing::Values(

calc\_st("48","2", "24"),

calc\_st("x","x", "1"),

calc\_st("xz","x", "z"),

calc\_st("15x^3", "5x^2", "3x"),

calc\_st("34.02xz", "8.1x", "4.2z"),

calc\_st("25x^2z^5", "-5x", "-5xz^5"),

calc\_st("-2z^2-9z+4yz+20y+5", "1+4y-2z", "z+5"),

calc\_st("xz^2+2xyz+xy^2z","xz", "z+2y+y^2"),

calc\_st("10+5z+2xz+xz^2","xz+5", "z+2")

));

// Умножение полинома на константу

class mult\_const\_cl : public ::testing::TestWithParam<calc\_st>

{

protected:

polynom p, pres;

double cn;

public:

mult\_const\_cl() : p(GetParam().a), pres(GetParam().res) { cn = GetParam().c; }

~mult\_const\_cl() {}

};

TEST\_P(mult\_const\_cl, polynom\_mult\_const)

{

EXPECT\_EQ(pres, p \* cn);

}

INSTANTIATE\_TEST\_CASE\_P(Inst4, mult\_const\_cl,::testing::Values(

calc\_st("", "x", "", 0),

calc\_st("-4z", "z", "", -4),

calc\_st("12x-18", "-6x+9", "", -2),

calc\_st("16xy+104x-8", "8xy+52x-4", "", 2),

calc\_st("4.5yz+18x+1.5y", "3yz+12x+y", "", 1.5)

));